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Abstract

A common problem in using and running RDBMS is performance, which highly depends on the
quality of the database schema design and the resulting structure of the tables and the logical relations
between them. In production reality, the performance mainly depends on the data that is stored in an
RDBMS and on the semantics comprised in the data and the corresponding queries.

We implemented a system based on SWI-Prolog. The system is capable of importing any rela-
tional database schema and any SQL statement from an XML representation. This information can
be queried and transformed, thus allowing modification and dynamic processing of the schema data.
Visualization of relationships and join paths is integrated, too. Using an online connection, SQUASH
queries current data from the RDBMS, such as join selectivities or table sizes.

The system allows for tuning the database schema according to the load profile induced by the
application. SQUASH proposes changes in the database schema such as the creation of indexes,
partitioning, splitting or further normalization. SQL statements are adapted simultaneously upon
modification of the schema. SQL statements are rewritten in consideration of RDBMS-specific rules
for processing statements including the integration of optimizer hints. The resulting statements are
executed more efficiently, thus reducing application response times.

1 Introduction

While in productive use, enterprise-class databases undergo a lot of changes in order to keep up with ever-
changing requirements. The growing space-requirements and the growing complexity of a productive
database increases the complexity of maintaining a good performance of the database query execution.
Performance is highly dependant on the database schema design [12]. In addition, a complex database
schema is more prone to design errors.

Increasing the performance and the manageability of a database usually implies restructuring the
database schema and has effects on the application code. Additionally, tuning the query execution is
associated with adding secondary data structures such as indexes or horizontal partitioning [2, 7, 15].
Because applications depend on the database schema, its modification implies the adaption of the queries
used in the application code. The tuning of a complex database is usually done by specially trained
experts having good knowledge of database design and many years of experience tuning databases [18,
24]. In the process of optimization, many characteristic values for the database need to be calculated
and assessed in order to determine an optimal configuration. Special tuning tools can help the DBA to
focus on the important information necessary for the optimization and can support the DBA in complex
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database schema manipulations [18, 24]. More sophisticated tools can even propose optimized database
configurations by using the database schema and a characteristic workload log as input [1, 6, 13].

We have defined an XML representation of SQL schema definitions and SQL queries, allowing for
processing by means of SWI-Prolog [9, 25]. An XML-based format named SquashML was chosen for
the representation of SQL-data because of its extensibility, flexibility and hierarchical organization. All
syntactic elements in SQL are expressed by XML-elements, yielding a hierarchical representation of
the information. The core of SquashML is predetermined by the SQL standard, but SQL also allows
for DBMS-specific constructs that yield different dialects of SQL. It is extensible, as for example some
definitions and storage parameters from the OracleTM DBMS were integrated. SquashML is able to rep-
resent schema objects, as well as database queries obtained from application code or from logging data.
This format allows for easily processing and evaluation of the database schema information. Currently,
supported schema objects include table and index definitions. In Prolog, the representation of XML
documents can be realized by using the Field Notation (FN) as data structure [21]. FNQuery [21] is a
Prolog-based query and manipulation language for XML documents represented in FN, which embeds
many features of XQuery [5].

2 Database Schema Refactoring and Application Tuning

Based on the XML-based representation, algorithms have been developed providing functions for vi-
sualization, analysis, refactoring and tuning of database schemas and the queries of the corresponding
application. A combination of SWI-Prolog [25] and Perl [8] was used for the implementation of the
algorithms as well as for im- and exporting the SQL-data.

The Squash-Analyzer is divided into four components used for visualization, analysis, manipulation
and optimization. Using the visualization and analysis components, a DBA can gain a quick overview of
the most important characteritics of the database and use this information for manual tuning decisions.
The manipulation component provides features for carrying out complex manipulations of the database
schema. The key feature of this component consists of the automatic propagation of schema changes and
applying them to the queries of the application. The optimization component accesses the data of the
analysis component and uses heuristic algorithms to automatically determine an optimized configuration
of the database schema. It uses the manipulation component of Squash in order to apply the suggested
changes to the XML-representation of the database schema.

The Squash-Analyzer is part of the DisLog Developers’ Toolkit (DDK). It has been implemented in
SWI/XPCE-Prolog [26] and can be loaded into any application written in SWI/XPCE-Prolog on either
WindowsTM, UNIX or Linux. The whole system is embedded into a framework that allows for im- and
exporting of SQL-code of database schema as well as import of a workload log and makes the functions
of the system accessible through a GUI.

2.1 Refactoring Database Schemas and Queries

The Squash system provides functions to view the different aspects of the database schema with visual
markup of important properties. In addition, the system is able to analyze a database schema and a cor-
responding workload for semantic errors, flaws and inconsistencies.

Visualization. Comprehending the structure of a complex database schemas just by reading the SQL cre-
ate statements is a very demanding task and design errors can be missed easily. Squash provides a number
of different visualization methods for the database schema and queries. Complex select statements tend
to include many tables and use them in join operations. Therefore, Squash uses a tree representation
for query visualization. If a select statement consists of nested subqueries, then these queries can be
included into the view.

Analysis. The analysis component of Squash performs multiple tasks. Firstly, it can be used by the DBA



to gain a quick overview of the most important aspects of the schema. In addition, Squash also checks
the database schema and the queries for possible design flaws or semantic inconsistencies. Using this
information, the DBA can manually decide on optimization methods for the database schema. Secondly,
when using the automatic optimization methods of Squash, these data is used as input for the heuristic al-
gorithms which are described later in this section. Additionally, the analysis component collects schema
properties and displays them. These functions are used in order to create reports of the database schema
and the queries.

The more advanced algorithms of the analysis component check for common design flaws and se-
mantic errors in the database schema as well within the queries. Especially within queries, semantic
errors are often introduced by inexperienced database programmers [4, 14]. In Squash, methods for de-
tecting common semantic errors in queries are implemented. This includes the detection of constant
output columns, redundant output columns, redundant joins, incomplete column references, and the de-
tection of joins lacking at least one foreign-key relationship.

The database schema can also be checked for design flaws by Squash. The available functions in-
clude the detection of isolated schema parts, cyclic foreign key references, unused columns as well as
unused tables, unique indexes that are defined as non-unique, evaluating the quality of existing indexes,
datatype conflicts, anonymous primary- as well as foreign-key constraints, missing primary keys, and the
calculation of the estimated best join order.

Refactoring and Manipulation. The refactoring component allows for manipulating the database
schema and the corresponding application code. Besides trivial manipulations such as adding or re-
moving colums, the system also supports complex schema manipulations that affect other parts of the
database schema and the application queries, for example, vertical partitioning and merging of tables.
Squash is able to provide all queries in the workload with the best index set according to the heuristic
function of the system, and it generates appropriate hints.

2.2 Physical Database Optimization

The optimization component of Squash supports the proposal and the creation of indexes as well as
horizontal partitions. The system analyzes the database schema in conjunction with the workload and
generates an optimized configuration. Many problems in database optimization, such as determining an
optimal set of indexes, are known to be NP-complete [10, 16, 20]. Since exact optimality is much too
complex to compute, heuristic algorithms are used in order to determine a new configuration of the data-
base schema which is expected to perform better. Squash uses a similar heuristic multi-step approach
in order to find good configurations. In the first step, statistical data are collected from the database.
This information is used to minimize the set of columns that contribute to an optimized configuration.
In the second step, the workload is analyzed and the quality is calculated for each column. All columns
whose quality is below a threshold are removed from the set of candidate columns. Finally, the remain-
ing columns are evaluated in detail and a solution is generated and presented. These algorithms were
developed without a special DBMS in mind, but they are parameterized for application to OracleTM.

Index Proposal. The index proposal algorithm is able to propose and generate multi-column indexes.
The solution-space is reduced to a manageable size, by a partitioned multi-step approach in combination
with a scoring function. However, the set of columns is still unordered. Therefore, the algorithm sorts
the columns in an order being most useful for the index. Squash offers three different sorting methods.
The first one orders the columns by decreasing selectivity. The second method sorts them according to
the type of condition they are used in. The third method reverses the order in which the columns appear
in the query. Which one produces the best results, depends on the query optimizer of the DBMS. In the
case study, sorting according to the WHERE clause was found to yield good results with OracleTM.

Horizontal Partitioning. The core task for generating a good proposal for horizontal partitioning con-
sists of determining a column of the table being partitioned, that is suitable for partitioning. In the case
of range partitioning, the borders of each partition are calculated by analysing the histograms of the



Figure 1: Runtimes of using indexes and partitions proposed by Squash.
a: SequestTM statement: The duration was 7:46 min without any indexes. This could be reduced by manual tuning to 1:53 min,
whereas tuning by Squash achieved a further reduction of about 49% down to 1:09 min, 14% of the original execution time.
b: MascotTM statement: The execution time was 3:31 without any indexes. This was not tuned manually before. Tuning by
Squash and application of its suggested indexes yielded a reduction to 0:26 min.
c: SequestTM statement: The execution time was 1:53 min (manually tuned), whereas tuning by Squash and application of
partitions achieved further reduction of about 19% to 1:33 min.

partition key. The number of partitions for hash partitioning is calculated from the table volume.

2.3 Case Study

A case study was conducted, using a database-based system designed for proteomics [27] based on mass
spectrometry (MS). It is designed for storing data obtained from MS-based proteomics, providing sup-
port for large scale data evaluation [28]. This system, composed of the two subsystems seqDB and
resDB [3, 28], was temporarily ported to OracleTM for being analyzed by Squash. The complete data-
base schema consists of 46 tables requiring about 68.5 GB disk space, and it fulfills the definition of a
data ware house system. In addition, it supports data mining. We found interesting results for two char-
acteristic statements of the data evaluation part resDB, that were obtained from an application log and
were submitted to Squash for analysis in conjunction with the schema creation script. The first statement
performs the grouping of peptide results into protein results that were obtained by SequestTM [11], the
second performs the same task for results of MascotTM [19]. For demonstration, the SequestTM statement
was previously tuned manually by an experienced database administrator, the MascotTM query was left
completely untuned. The results of the tuning are depicted in Figure 1.

3 Conclusions

We presented a tool named Squash-Analyser that applies methods derived from artificial intelligence to
relational database design and tuning. Input and ouput are XML-based, and operations on these data are
performed using FNQuery and the DisLog Developers’ Toolkit [22, 23].

Existing XML representations of databases like SQL/XML usually focus on the representation of the
database contents, i.e. the tables, and not on the schema definition itself [17]. SquashML was developed
specifically to map only the database schema and queries, without the current contents of the database.
It is a direct mapping from SQL-SELECT and -CREATE statements into XML. This allows for an easy
implementation of parsers that transform SQL code from various dialects into SquashML and vice versa.

The use of the Squash-Analyser allows for refactoring of database applications and considers inter-
actions between application code and database schema definition. Both types of code can be handled
and manipulated simultaneously. Thus, application maintenance is simplified and the chance for errors
is reduced, in sum yielding time and resource savings.
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